**Name:** Aditya Somani **Roll No:** BE1851061 **PRN:** 71901204L

**Assignment No 4**

**To study about Unsupervised Learning.**

|  |
| --- |
| **Aim** |
| **To implement K-Means Clustering and Hierarchical clustering on proper data set & to compare their convergence.** |

|  |  |
| --- | --- |
| **Objective(s)** | |
| 1 | To implement K-means clustering on given data set. |
| 2 | To implement Hierarchical clustering on given data set. |
| 3 | To compare their convergence. |

|  |
| --- |
| **Theory** |
| **Introduction:**  **Unsupervised learning:**  Unsupervised learning is the machine learning task of inferring a function to describe hidden structure from unlabeled data. Since the examples given to the learner are unlabeled, there is no error or reward signal to evaluate a potential solution. This distinguishes unsupervised learning from supervised learning and reinforcement learning**.**  Unsupervised learning studies how systems can learn to represent particular input patterns in a way that reflects the statistical structure of the overall collection of input patterns. By contrast with SUPERVISED LEARNING or REINFORCEMENT LEARNING, there are no explicit target outputs or environmental evaluations associated with each input; rather the unsupervised learner brings to bear prior biases as to what aspects of the structure of the input should be captured in the output.  Unsupervised learning is a type of machine learning algorithm used to draw inferences from datasets consisting of input data without labeled responses. The most common unsupervised learning method is cluster analysis, which is used for exploratory data analysis to find hidden patterns or grouping in data.  **K-Means Clustering**  K-means ([MacQueen, 1967](http://home.deib.polimi.it/matteucc/Clustering/tutorial_html/kmeans.html#macqueen)) is one of the simplest unsupervised learning algorithms that solve the well known clustering problem. The procedure follows a simple and easy way to classify a given data set through a certain number of clusters (assume k clusters) fixed a priori. The main idea is to define k centroids, one for each cluster. These centroids shoud be placed in a cunning way because of different location causes different result. So, the better choice is to place them as much as possible far away from each other. The next step is to take each point belonging to a given data set and associate it to the nearest centroid. When no point is pending, the first step is completed and an early groupage is done. At this point we need to re-calculate k new centroids as barycenters of the clusters resulting from the previous step. After we have these k new centroids, a new binding has to be done between the same data set points and the nearest new centroid. A loop has been generated. As a result of this loop we may notice that the k centroids change their location step by step until no more changes are done. In other words centroids do not move any more. Finally, this algorithm aims at minimizing an *objective function*, in this case a squared error function. The objective function:  image009.gif  where  image011.gif is a chosen distance measure between a data point image013.gif and the cluster centre image015.gif, is an indicator of the distance of the *n* data points from their respective cluster centres.  The algorithm is composed of the following steps:   1. Place K points into the space represented by the objects that are being clustered. These points represent initial group centroids. 2. Assign each object to the group that has the closest centroid. 3. When all objects have been assigned, recalculate the positions of the K centroids. 4. Repeat Steps 2 and 3 until the centroids no longer move. This produces a separation of the objects into groups from which the metric to be minimized can be calculated*.*   **Advantages**  1) Fast, robust and easier to understand.  2) Relatively efficient: O(tknd), where n is # objects, k is # clusters, d is # dimension of each object, and t  is # iterations. Normally, k, t, d << n.  3) Gives best result when data set are distinct or well separated from each other.  **Disadvantages**  1) The learning algorithm requires apriori specification of the number of  cluster centers.  2) The use of  Exclusive Assignment - If  there are two highly overlapping data then k-means will not be able to resolve       that there are two clusters.  3) The learning algorithm is not invariant to non-linear transformationsi.e.with different representation of data we get      different results (data represented in form of cartesian co-ordinates and polar co-ordinates will give different results).  4) Euclidean distance measures can unequally weight underlying factors.  5) The learning algorithm provides the local optima of the squared error function.  6) Randomly choosing of the cluster center cannot lead us to the fruitful result.  7) Applicable only when mean is defined i.e. fails for categorical data.  8) Unable to handle noisy data and outliers*.*    **Hierarchical Clustering**  Cluster Analysis (data segmentation) has a variety of goals that relate to grouping or segmenting a collection of objects (i.e., observations, individuals, cases, or data rows) into subsets or clusters, such that those within each cluster are more closely related to one another than objects assigned to different clusters. Central to all of the goals of cluster analysis is the notion of degree of similarity (or dissimilarity) between the individual objects being clustered. There are two major methods of clustering: hierarchical clustering and k-means clustering. For information on k-means clustering, refer to the k-Means Clustering section.  In hierarchical clustering, the data is not partitioned into a particular cluster in a single step. Instead, a series of partitions takes place, which may run from a single cluster containing all objects to n clusters that each contain a single object. Hierarchical Clustering is subdivided into agglomerative methods, which proceed by a series of fusions of the n objects into groups, and divisive methods, which separate n objects successively into finer groupings. Agglomerative techniques are more commonly used, and this is the method implemented in XLMiner. Hierarchical clustering may be represented by a two-dimensional diagram known as a dendrogram, which illustrates the fusions or divisions made at each successive stage of analysis. Following is an example of a dendrogram.  Clustering1.gif  **Agglomerative methods**  An agglomerative hierarchical clustering procedure produces a series of partitions of the data, Pn, Pn-1, ....... , P1. The first Pn consists of n single object clusters, the last P1, consists of single group containing all n cases.  At each particular stage, the method joins together the two clusters that are closest together (most similar).  (At the first stage, this amounts to joining together the two objects that are closest together, since at the initial stage each cluster has only one object.)    **Divisive method**  In this method we assign all of the observations to a single cluster and then partition the cluster to two least similar clusters. Finally, we proceed recursively on each cluster until there is one cluster for each observation.  Clustering_h2.png  **Single Linkage**  In single linkage hierarchical clustering, the distance between two clusters is defined as the *shortest* distance between two points in each cluster. For example, the distance between clusters “r” and “s” to the left is equal to the length of the arrow between their two closest points.  Clustering_single.png  **Complete Linkage**  In complete linkage hierarchical clustering, the distance between two clusters is defined as the *longest* distance between two points in each cluster. For example, the distance between clusters “r” and “s” to the left is equal to the length of the arrow between their two furthest points.  Clustering_complete.png  **Average Linkage**   Average linkage hierarchical clustering, the distance between two clusters is defined as the average distance between each point in one cluster to every point in the other cluster. For example, the distance between clusters “r” and “s” to the left is equal to the average length each arrow between connecting the points of one cluster to the other.  Clustering_average.png  If data is small then Hierarchical Clustering can be done and if it is large then go for K-Means Clustering. |
|  |

|  |
| --- |
| **Conclusion** |
| Both clustering algorithms were implemented successfully. Use of  hierarchical Clustering for small dataset, and K-Means Clustering for large dataset is good. |

**CODE :**

import pandas as pd

import numpy as np

import matplotlib.pyplot as plt

df = pd.DataFrame({

    'x': [12, 20, 28, 18, 29, 33, 24, 45, 45, 52, 51, 52, 55, 53, 55, 61, 64, 69, 72],

     'y': [39, 36, 30, 52, 54, 46, 55, 59, 63, 70, 66, 63, 58, 23, 14, 8, 19, 7, 24]

})

np.random.seed(200)

k = 3

# centroids[i] = [x, y]

centroids = {

    i+1: [np.random.randint(0, 80), np.random.randint(0, 80)]

    for i in range(k)

}

fig = plt.figure(figsize=(5, 5))

plt.scatter(df['x'], df['y'], color='k')

colmap = {1: 'r', 2: 'g', 3: 'b'}

for i in centroids.keys():

    plt.scatter(\*centroids[i], color=colmap[i])

plt.xlim(0, 80)

plt.ylim(0, 80)

plt.show()

![](data:image/png;base64,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)

def assignment(df, centroids):

    for i in centroids.keys():

        # sqrt((x1 - x2)^2 - (y1 - y2)^2)

        df['distance\_from\_{}'.format(i)] = (

            np.sqrt(

                (df['x'] - centroids[i][0]) \*\* 2

                + (df['y'] - centroids[i][1]) \*\* 2

            )

        )

    centroid\_distance\_cols = ['distance\_from\_{}'.format(i) for i in centroids.keys()]

    df['closest'] = df.loc[:, centroid\_distance\_cols].idxmin(axis=1)

    df['closest'] = df['closest'].map(lambda x: int(x.lstrip('distance\_from\_')))

    df['color'] = df['closest'].map(lambda x: colmap[x])

    return df

df = assignment(df, centroids)

print(df.head())

x y distance\_from\_1 distance\_from\_2 distance\_from\_3 closest color

0 12 39 26.925824 56.080300 56.727418 1 r

1 20 36 20.880613 48.373546 53.150729 1 r

2 28 30 14.142136 41.761226 53.338541 1 r

3 18 52 36.878178 50.990195 44.102154 1 r

4 29 54 38.118237 40.804412 34.058773 3 b

fig = plt.figure(figsize=(5, 5))

plt.scatter(df['x'], df['y'], color=df['color'], alpha=0.5, edgecolor='k')

for i in centroids.keys():

    plt.scatter(\*centroids[i], color=colmap[i])

plt.xlim(0, 80)

plt.ylim(0, 80)

plt.show()
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import copy

old\_centroids = copy.deepcopy(centroids)

def update(k):

    for i in centroids.keys():

        centroids[i][0] = np.mean(df[df['closest'] == i]['x'])

        centroids[i][1] = np.mean(df[df['closest'] == i]['y'])

    return k

centroids = update(centroids)

fig = plt.figure(figsize=(5, 5))

ax = plt.axes()

plt.scatter(df['x'], df['y'], color=df['color'], alpha=0.5, edgecolor='k')

for i in centroids.keys():

    plt.scatter(\*centroids[i], color=colmap[i])

plt.xlim(0, 80)

plt.ylim(0, 80)

for i in old\_centroids.keys():

    old\_x = old\_centroids[i][0]

    old\_y = old\_centroids[i][1]

    dx = (centroids[i][0] - old\_centroids[i][0]) \* 0.75

    dy = (centroids[i][1] - old\_centroids[i][1]) \* 0.75

    ax.arrow(old\_x, old\_y, dx, dy, head\_width=2, head\_length=3, fc=colmap[i], ec=colmap[i])

plt.show()
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df = assignment(df, centroids)

fig = plt.figure(figsize=(5, 5))

plt.scatter(df['x'], df['y'], color=df['color'], alpha=0.5, edgecolor='k')

for i in centroids.keys():

    plt.scatter(\*centroids[i], color=colmap[i])

plt.xlim(0, 80)

plt.ylim(0, 80)

plt.show()
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while True:

    closest\_centroids = df['closest'].copy(deep=True)

    centroids = update(centroids)

    df = assignment(df, centroids)

    if closest\_centroids.equals(df['closest']):

        break

    fig = plt.figure(figsize=(5, 5))

    plt.scatter(df['x'], df['y'], color=df['color'], alpha=0.5, edgecolor='k')

    for i in centroids.keys():

        plt.scatter(\*centroids[i], color=colmap[i])

    plt.xlim(0, 80)

    plt.ylim(0, 80)

    plt.show()
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